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I. INTRODUCTION

THIS Software quality assurance is an important part of any software project. The overall complexity and the average size of the software product keeps growing and at the same time, customer keep demanding that more should be done with lesser and lesser effort. Assuring whether the desired software quality and reliability is met for a project is an important as delivery it within scheduled budget and time. In order to appraise the quality of any software product we make use of Software quality estimation models. These quality models can be used to identify program modules that are likely to be defected [5]. It helps project manager to make efficient use of limited resources to target those modules that are defected [18]. A software quality models help development team to track and detect potential software defects during development cycle and saving lots of efforts that are later required for the maintenance of that product. A software quality model is trained using software measurement and defect data of a previously developed release or similar project [13]. A software quality model is a useful tool for meeting the objectives of software reliability and software testing initiatives of different projects [25]. The ability of software quality models to accurately identify critical components allows for the application of focused verification activities ranging from manual inspection to automated formal analysis methods [1]. Software quality models ensure the reliability of the delivered products. The trained model is then applied to modules of the current project to estimate their quality. The proposed work is a supervised clustering approach to estimate the quality of program module.

Quality assurance, or QA for short, refers to a program for the systematic monitoring and evaluation of the various aspects of a project, service, or facility to ensure that standards of quality are being met. Quality assurance is not a phase of the quality plan it is an ongoing process to ensure that the plan is being carried out according to the procedures laid down. It should also have a role in monitoring the effectiveness of procedures intended to establish a quality culture. The role of quality assurance is to ensure that the quality of the procedures and processes result in a product that fully meets the users requirements. As such it is suggested that the quality assurance function be carried out by an independent group of people whose function is solely to monitor the implementation of the quality plan, under the first three headings. It is important to realize also that quality is determined by the program sponsor. QA cannot absolutely guarantee the production of quality products, unfortunately, but makes this more likely.

Two key principles characterize QA: fit for purpose i.e. the product should be suitable for the intended purpose and right first time mistakes should be eliminated. QA includes regulation of the quality of raw materials, assemblies, products and components; services related to production; and management, production and inspection processes. It is important to realize also that quality is determined by the intended users, clients or customers, not by society in general: it is not the same as expensive or high quality. Even goods with low prices can be considered quality items if they meet a market need. QA is more than just testing the quality of aspects of a product, service or facility, it analyzes the quality to make sure it conforms to specific requirements and comply with established plans.

The prediction of Software quality during development life cycle of software project helps the development organization to make efficient use of available resource to produce the product of highest quality. Whether a module is faulty or not approach can be used to predict quality of a software module. To predict the quality we will use various quality prediction models. This requires the usage of a good quality assurance model to maintain a sufficient level of software quality. There are numbers of software quality prediction models described in the literature based upon genetic algorithms, artificial neural network and other data mining algorithms.

In context to software quality estimation, most research have focused on clustering using K-means, Mixture-of-Gaussians, Self-Organizing Map, Neural Gas [16]. In all these techniques we are required a predefined structure that is numbers of neurons or clusters before we start clustering.
Software reliability and software testing initiatives of different quality models are useful tools for meeting the objectives of delivering it within scheduled budget and time. To achieve desired software quality, software quality models are important as they help in focusing on a number of software quality factors such as whether a component is fault prone or not. The existence of such classes of software would allow deriving fault-proneness models from historical data and facilitating cost avoidance by effective verification. Such models can be used to predict the response variable which can either be the class of a module (e.g. fault-prone or not fault-prone) or a quality factor (e.g. number of faults) for a module. The former is usually referred to as classification models and the latter is usually referred to as prediction models.

The basic hypothesis of software quality prediction is that a module currently under development is fault prone if a module with the similar product or process metrics in an earlier project developed in the same environment was fault prone. Therefore, the information available early within the current project or from the previous project can be used in making predictions. This methodology is very useful for the large-scale projects or projects with multiple releases.

Accurate prediction of fault-prone modules enables the verification and validation activities focused on the critical software components. Therefore, software developers have a keen interest in software quality models. It is required that fault-prone prediction models should be efficient and accurate. Fault-proneness models are models that are built from information about the code and its faults, and that relate code to faults. The existence of such classes of software would allow deriving fault-proneness models from historical data and then using such models for predicting fault-proneness of new software applications of the same class. Such models could be useful during both planning and executing testing activities. Planning testing activities could take advantage of information about software fault-proneness for anticipating costs and allocating activities, while test execution can use this information to evaluate the quality of the results.

The software Quality assurance has become a significant aspect in the software industry. Assurance whether the desired software quality and reliability is met for a project is as important as delivering it within scheduled budget and time. To achieve desired software quality, software quality models to identify high risk program modules are used. A software quality model is a useful tool for meeting the objectives of software reliability and software testing initiatives of different projects [25]. Metrics available in the early lifecycle data can be used to verify the need for increased quality monitoring during the development. Different modeling techniques can be used to identify modules as faulty or fault free modules [15]. Fault-proneness of a software module is the probability that the module contains faults. A correlation exists between the fault-proneness of the software and the measurable attributes of the code (i.e. the static metrics) and of the testing (i.e. the dynamic metrics). Early detection of fault-prone software components enables verification experts to concentrate their time and resources on the problem areas of the software system under development. Early lifecycle data includes metrics describing unstructured textual requirement and static code metrics. Various researches show that use of static code metrics (such as Halstead complexity, Cyclomatic complexity, McCabe’s complexity etc.) to measure quality is inefficient. The use of single features of software to predict faults is uninformative. Fenton offers an example where the same program functionality is achieved using different programming language constructs resulting in different static measurements.

Fenton uses this to argue the uselessness of static code attributes. However, where single features fail, combinations can succeed [25]. Hence combinations of static features extracted from requirements and code can be good predictors for identifying modules that actually contains fault. The ability of software quality models to accurately identify critical components allows for the application of focused verification activities ranging from manual inspection to automated formal analysis methods [1]. Software quality models ensure the reliability of the delivered products. It has become important to develop and apply good software quality models early in the software development life cycle, especially for large-scale development efforts.

One of the more renowned predecessors of today’s quality models is the quality model presented by Jim McCall (also known as the General Electrics Model of 1977). This model, as well as other contemporary models, originates from the US military (it was developed for the US Air Force, promoted within DoD) and is primarily aimed towards the system developers and the system development process. It his quality model McCall attempts to bridge the gap between users and developers by focusing on a number of software quality factor that reflect both the users’ views and the developers’ priorities.

The McCall quality model has three major perspectives for defining and identifying the quality of a software product: product revision (ability to undergo changes), product transition (adaptability to new environments) and product operations (its operation characteristics). Product revision includes maintainability (the effort required to locate and fix a fault in the program within its operating environment), flexibility (the ease of making changes required by changes in the operating environment) and testability (the ease of testing the program, to ensure that it is error-free and meets its specification). Product transition is all about portability (the effort required to transfer a program from one environment to another).
another), reusability (the ease of reusing software in a different context) and interoperability (the effort required to couple the system to another system). Quality of product operations depends on correctness (the extent to which a program fulfills its specification), reliability (the system’s ability not to fail), efficiency (further categorized into execution efficiency and storage efficiency and generally meaning the use of resources, e.g. processor time, storage), integrity (the protection of the program from unauthorized access) and usability (the ease of the software).

Boehm’s Quality Model (1978) is the second of the basic and founding predecessors of today’s quality models is the quality model presented by Barry W. Boehm. Boehm addresses the contemporary shortcomings of models that automatically and quantitatively evaluate the quality of software. In essence his models attempts to qualitatively define software quality by a given set of attributes and metrics. Boehm’s model is similar to the McCall Quality Model in that it also presents a hierarchical quality model structured around high-level characteristics, intermediate level characteristics, primitive characteristics - each of which contributes to the overall quality level.

The high-level characteristics represent basic high-level requirements of actual use to which evaluation of software quality could be put – the general utility of software. The high-level characteristics address three main questions that a buyer of software has:

- **As-is utility**: How well (easily, reliably, efficiently) can I use it as-is?
- **Maintainability**: How easy is it to understand, modify and retest?
- **Portability**: Can I still use it if I change my environment?

The intermediate level characteristic represents Boehm’s 7 quality factors that together represent the qualities expected from a software system:

- **Portability** (General utility characteristics): Code possesses the characteristic portability to the extent that it can be operated easily and well on computer configurations other than its current one.
- **Reliability** (As-is utility characteristics): Code possesses the characteristic reliability to the extent that it can be expected to perform its intended functions satisfactorily.
- **Efficiency** (As-is utility characteristics): Code possesses the characteristic efficiency to the extent that it fulfills its purpose without waste of resources.
- **Usability** (As-is utility characteristics, Human Engineering): Code possesses the characteristic usability to the extent that it is reliable, efficient and human-engineered.
- **Testability** (Maintainability characteristics): Code possesses the characteristic testability to the extent that it facilitates the establishment of verification criteria and supports evaluation of its performance.
- **Understandability** (Maintainability characteristics): Code possesses the characteristic understandability to the extent that its purpose is clear to the inspector.
- **Flexibility** (Maintainability characteristics, Modifiability): Code possesses the characteristic modifiability to the extent that it facilitates the incorporation of changes, once the nature of the desired change has been determined.

Dromey’s Quality Model is more recent model similar to the McCall’s, Boehm’s and the FURPS(+) quality model, is the quality model presented by R. Geoff Dromey. Dromey proposes a product based quality model that recognizes that quality evaluation differs for each product and that a more dynamic idea for modeling the process is needed to be wide enough to apply for different systems.
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